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Abstract

The availability of educational cryptography software is insufficient
nowadays, especially for public key cryptography. We have developed a
new software tool for teaching public key cryptography based on mod-
ular arithmetic. This tool is a tutorial environment allowing stepwise
construction of public key cryptography protocols and demonstration of
their work. It enables visualization of protocols (with values of secret
parameters and intermediate results), allows adding/removing communi-
cating parties, allows adding/editing/removing of arbitrary parameters
(with dynamic recalculation of dependent parameters), handles number-
theoretic and cryptographic primitives (modular arithmetic, prime num-
bers, generators, hash functions, etc.), allows working with gigantic inte-
gers, saves/loads constructed protocols. By means of these features the
user is provided with flexible and configurable tutorial environment.

Keywords: tutorial environment, public key cryptography, modu-
lar arithmetic, visualization

1 Introduction

Since the importance of cryptography has lately greatly increased,
it is very important to offer corresponding teaching courses for spe-
cialists in this area.

There is almost no educational software that would help to study
this discipline. The only resource the authors managed to find was
[6]. It includes only nine educational programs concerning symmet-
ric Caesar cipher, block ciphers DES, Blowfish, IDEA and ElGamal
public key encryption algorithm. It is also disappointing that there
is much less educational software available explaining public key



cryptography than the software explaining symmetric algorithms.
This specific part of cryptography however should be available with
all its nuances. Experience has shown that some students initially
cannot understand how it is possible to code some information by
one key and decode it by another one.

It is easy to conclude the necessity of public key cryptography
teaching software. Such a software must explain the idea of public
key cryptography, discover nuances and assist in understanding pub-
lic key cryptography techniques. It will hopefully accelerate learning
of this discipline.

The rest of the paper is organized as follows: section 2 describes
requirements to the tutorial environment, section 3 gives a brief ac-
quaintance with possibilities of TECP and describes the representa-
tion of cryptographic protocols, section 4 describes the possibilities
of using TECP, section 5 gives a short description of implementation
of TECP, section 6 — Conclusions and Further Work.

2 Problem Formulation

First, we analyzed primitives needed for PKC [16]. We had in mind
the following protocols: Diffie-Hellman key exchange algorithm [2],
RSA signatures and encryption schemes [12], Rabin public-key en-
cryption scheme [13], ElGamal signature and encryption schemes
[3, 4], DSA [10], Chaum’s blind signature scheme [1].

The analysis of the cryptographic schemes shows that the tutorial
environment must be able to perform the following mathematical
operations:

e enable visualization of protocols, including values of secret pa-
rameters and intermediate results (all values can be arbitrary
large),

e allow adding/removing communicating parties,
e allow adding/editing/sending/removing arbitrary parameters,

e handle the next number-theoretic and cryptographic primi-
tives:

— calculation of a mod b, a — b, a+ b, a-b, a/b, a°,
— calculation of a® mod n (—1 can also be a value of b),



— calculation of ged(a, b),

— calculation of hash value of m,

— generation (and verification) of the prime numbers,

— generation (and verification) of a number from Z,, (Z}),

— generation (and verification) of a generator of Z?, provided
n is a safe prime number, i.e. n = 2-a + 1, where a is a
prime number. We require such a condition to be able to
generate and verify efficiently a generator of Z;,

— generation (and verification) of a number congruent to
a mod b,

where a, b, n and m are some positive integers.

3 Overview of Tutorial Environment

The tutorial program — TECP — is a visual environment for cre-
ation and manipulation of cryptographic protocols based on mod-
ular arithmetic (a good overview of such protocols can be found
in [9, 14]). Its main part is the workfield where protocols can be
created and visualized.

Protocols are viewed as sequence diagrams. By means of such
diagrams the communicating parties that commit protocol steps are
represented. The possible steps are generation of keys, calculations
of auxiliary parameters and data transmission.

The environment has a set of tools for operating on different
components of protocols, i.e. on communicating parties and protocol
steps (protocol variables and data transmissions) [16]. At any time
all protocol parameters can be changed by the user on the fly.

3.1 Representation of Protocol Components
Figure 1 presents a screenshot of the tutorial environment.
Parties. There are three types of parties: a regular party, an eaves-

dropper and a public authority.

e Regular party can create and calculate different protocol vari-
ables, and transmit data to any other party.
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Figure 1: A Screenshot of the Tutorial Environment

e Favesdropper is a regular party with a possibility to know all
data transferred from one party to another, even if the eaves-
dropper is not a recipient. It can create and calculate different
protocol variables, and transmit data to any other party.

e Public authority is a regular party able to share all received
data with all other existing parties. It can create and calculate
different protocol variables, and transmit data to any other
party as well.

Protocol Variables. A created variable appears under a creating
party as the next step of the protocol. If the value of a variable is
more than 15 symbols long, only the first 5 and the last 5 symbols of



the value of protocol variable will be displayed with dots in between.
In this case, value of a variable can be seen by its fly-by hint or in
the special window (’All Values’), which contains information about
the values of all protocol variables and all the parties containing
them.

Data Transmissions. FEach data transmission is represented by an
arrow from a sending party to a recipient with transmitted protocol
variables on/above it.

4 Usage of Tutorial Environment

In this section, considerations on how the software can be used dur-
ing the studying process are presented.

Getting to understand communication protocols. The first step stu-
dents can take for understanding the idea of a protocol is to con-
struct one using the tutorial environment.

Before constructing a protocol student often does not understand
basic principles by which the protocol works, in spite of being fa-
miliar with the theoretical side of this theme. During the modeling
process of the protocol comes understanding of its structure and
working principles.

Visualization of numerical values of all parameters. The software
enables visualization of numerical values of all parameters (protocol
variables). It is considered to be significant for understanding the
mechanism of the work of a protocol.

Usually, when discussing protocols at lectures using blackboard-
and-chalk presentations, actual values of protocol parameters in-
cluding hash values are not displayed to students due to their lengthy
nature.

The tutorial environment gives convenient tools to illustrate op-
erations with large integers including hash operations. Students can
see the value of hash function themselves (Figure 2), and perform
different operations with it.
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Figure 2: ElGamal Signature Scheme
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Figure 3: Dependency Graph of Protocol Variables

Possibility to change values of protocol variables.

The other thing

which definitely can help understanding the protocol, is the possi-
bility to change the value of any protocol variable.
All protocol variables dependent on the edited one will be re-



calculated /regenerated on the fly. It becomes possible due to the
dependency graph of protocol variables. In the case of ElGamal
signature scheme (Figure 2) this graph is presented in Figure 3.

The change of the value of p causes the regeneration of alpha, a,
k and m, and recalculation of beta, r, p_1, h, s, v1 and v2. Change
of k, however, influences the values of r, s and vl. Change of the
value of a protocol variable should convince students in the proper
work of the protocol — values v1 and v2 remain equal.

Problem generation For tutors, the environment provides efficient
means for generating different problem instances based on the same
protocol.

E.g. a standard problem on RSA states that it is possible to
recover the encrypted message if it encrypted using the public ex-
ponent e = 3 with three different moduli.

With TECP, an instance of this problem can be generated simply
by regenerating six prime numbers.

Experimenting with protocols. Possibility of changing the protocol
(addition/removal of a party, addition/change/removal of transmit-
ted data, addition/change/removal of a protocol variable) gives the
ability to see how it influences the security of a protocol.

In the simplest example of RSA encryption scheme (Figure 1),
suppose, Alice sends not only n and e, but n, phi and e. In this case
the user can ask Eve to calculate Alice’s private key, and hence, to
get to know what message Bob has sent (Figure 4).

Man-in-the-middle attacks can also be constructed using TECP.

5 Implementation

The tutorial environment was written using BorlandU Kylix(J 3
Open Edition and Borland[d Delphill 6 Personal Edition, and is
available under GPL. It can be used on Linux and/or Windows
machines.

Freeware package FGInt [11] and TParser 10.1 [5] were used in
program implementation.

The tutorial environment can be downloaded from [15].
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Figure 4: Successful Attack on RSA Encryption

6 Conclusion and Further Work

We have developed a new multi-platform (Linux/Windows) software
tool for teaching public key cryptography based on modular arith-
metic. This is an attempt to fill the gap in public key cryptography
educational software.

The tool developed is a tutorial environment allowing stepwise
construction of public key cryptography protocols and demonstra-
tion of their work.

TECP was used at the course 'Introduction to Cryptology’ con-
ducted of the University of Tartu in the fall term 2002. The course
examination has shown that in contrast to past years examinations
the amount of students who has failed it, is decreased. Although



we do not have enough statistical data to judge this result, TECP
proved to be a comfortable tool for a lecturer to teach and a stu-
dent to experiment with protocols. It will undoubtedly be used
during future courses as well. Further development of the tutorial
environment can involve addition of some mathematical operations
(concatenation, for example) and addition of new modules enabling
constructing cryptosystems based on sparse polynomials [7] and el-
liptic curves [8].
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